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In this talk, we present a shallow embedding of the $\mathbb{K}$ formalism allowing the definition of programming languages semantics, in the $\lambda\Pi$-calculus modulo theory. We propose a solution that makes use of the intermediate representation provided by the $\mathbb{K}$ compiler, i.e. KORE and relies on the rewriting engine of DEDUKTI in order to be able to execute a program in the translated formalism as it is possible to do with the execution tool provided by the $\mathbb{K}$ framework.

$\mathbb{K}$ presentation. $\mathbb{K}$ [2] is a semantical framework for formally describing the semantics of programming languages. It is also an environment that offers various tools to help programming with the languages specified in the formalism (Figure 1). It is for example possible to execute programs and to check some properties on them, using the automatic theorem KProver tool [10]. $\mathbb{K}$ is based on a theory of MATCHING LOGIC [9, 10, 6, 5, 4], named KORE, a 1st order untyped classic logic with an application between formulas and, fixed point, equality and typing operators, as well as an operator similar to the "next" operator of temporal logics. This last operator allows the semantics of programs to be encoded by rewriting. KORE is composed of the equality theory, the sort theory and the rewriting one.

DEDUKTI presentation. DEDUKTI [3] is a logical framework à la LF allowing the interoperability of proofs between different formal proof tools, as COQ or PVS (Figure 2). It has import and export plugins for proof systems as various as COQ, PVS or ISABELLE/HOL. DEDUKTI is based on the $\lambda\Pi$-calculus modulo theory ($\lambda\Pi\equiv\tau$), an extension of the type theory by adding rewriting rules [8] in the conversion relation, introduced by Cousineau and Dowek [7]. The flexibility of this logical framework allows to encode many theories like 1st order logic or simple type theory.
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Contributions. In this talk, we present KAMELo [1], a tool for translating from K to DE-
DUKTI. This tool has the longer term goal of allowing the verification of proofs made within 
K, and the reuse of formal semantics of programming languages as well as properties of their 
programs in many proof systems, via DEDUKTI.

K is a rewrite-based framework in which programming languages semantics can be defined 
using configurations, computations and rules. Formally, a configuration is a multi-set of poten-
tially nested labelled cells, e.g. a cell containing a program to be execute, another corresponding 
to an environment and a last one which is a memory store. Rewriting rules specify the evolution 
of a configuration during the execution. K provides the user with many facilities to write a 
semantic definition, e.g. attributes to define a left to right evaluation strategy or an ellipsis 
like . . . to indicate that there is no change in the rest of a configuration. However whatever 
the style used in the K definition, in the KORE produced file everything is a plain and more 
standard form. Our translation from K to DEDUKTI, is done via KORE, to make use of this 
standardisation that we assume correct.

K and DEDUKTI have the common point of being both based on rewriting, where this can 
be applied anywhere in a term, and can be non-linear. However, DEDUKTI allows higher order, 
while K supports only 1st order. Conversely, conditional rewriting and modulo ACUI are not 
supported by DEDUKTI, unlike K. These rewriting rules are preserved in DEDUKTI. The next 
two paragraphs deal with more specific cases concerning the translation of rewriting rules.

Concerning conditional rewriting the general idea of the encoding, inspired from [11], is, for 
a symbol defined with conditional rules, to generate a fresh symbol with the same arguments 
as the initial symbol, plus as many arguments as there are conditions. Once these conditional 
arguments have been instantiated, it is possible to evaluate them, and then to rewrite the term 
as a whole according to the evaluation of these arguments.

Whatever the way used to define an evaluation strategy in K, conditional rewriting rules 
will be generated, using a K computation, i.e. a potentially nested list of computations to be 
performed sequentially, and freezers. Intuitively, a freezer is a symbol which encapsulate the 
part of the computation that shouldn’t modify, i.e. the queue of the K computation, while 
waiting for the head of the K computation to be evaluated. These generated rules have the 
particularity of not being able to be transformed thanks to our variant of Viry’s algorithm, 
under penalty of losing the confluence property. In this particular case, we have opted for the 
specialisation of the left-hand side terms of the rules, i.e. to refine the pattern-matching in 
order to precise the desired type of the left-hand side terms of the rules. To do this, we use the 
subtyping relations, but also the inductive structure.

Conclusion & Perspectives. Thanks to the logical framework DEDUKTI, the objective of 
this work is to verify formal proofs about the semantics of programming languages, described 
in the semantical framework K, and to reuse of such proofs in different proof tools.

Initially, we were interested in the translation in DEDUKTI of semantics written in K, in 
order to be able to execute in DEDUKTI programs written in the language described by the 
semantics. We have relied on the theory of MATCHING LOGIC, named KORE, without seeking 
to certify it. We therefore assume that the KORE file produced from a K semantic is correct. 
This work required understanding the translation of a K semantics into KORE but also being 
able to translate conditional rules into unconditional rules. For now, the translator KAMELO, 
a tool for translating K to DEDUKTI, currently under development, translates the syntax of the 
language, the configurations and symbols, some attributes and the rewriting rules.

The verification of the KPROVER proof objects, as well as the encoding of the theoretical 
foundations of K in those of DEDUKTI will be future work. The translation presented here is 
nevertheless necessary to run a program and will be reused for the verification of proofs.
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